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**Задание 1**

* Сгенерируйте (используя генератор случайных чисел) матрицу смежности для неориентированного графа G. Выведите матрицу на экран.
* Определите размер графа G, используя матрицу смежности графа.
* Найдите изолированные, концевые и доминирующие вершины.

**Задание 2\***

* Постройте для графа G матрицу инцидентности.
* Определите размер графа G, используя матрицу инцидентности графа.
* Найдите изолированные, концевые и доминирующие вершины.

**Решение заданий**

**Задание 1:**

Программа выводит размер графа, определенный на основе этого размера матрицы.

**int graphSize = 0;**

**for (int i = 0; i < n; i++) {**

**for (int j = 0; j < n; j++) {**

**if (i > j && adjacencyMatrix[i][j] == 1) {**

**graphSize++;**

**}**

**}**

**}**

Добавили блоки для нахождения изолированных, концевых и доминирующих вершин в графе после вывода матрицы смежности. Они анализирует каждую вершину в графе и определяют, является ли она изолированной, концевой или доминирующей, и затем выводят соответствующие вершины на экран.

**// Найдем изолированные, концевые и доминирующие вершины**

**printf("Изолированные вершины:");**

**for (int i = 0; i < n; i++) {**

**int isolated = 1; // Предполагаем, что вершина изолирована**

**for (int j = 0; j < n; j++) {**

**if (adjacencyMatrix[i][j] == 1) {**

**isolated = 0; // Вершина не изолирована**

**break;**

**}**

**}**

**if (isolated) {**

**printf(" %d", i + 1);**

**}**

**}**

**printf("\n");**

**printf("Концевые вершины:");**

**for (int i = 0; i < n; i++) {**

**int degree = 0;**

**for (int j = 0; j < n; j++) {**

**degree += adjacencyMatrix[i][j];**

**}**

**if (degree == 1) {**

**printf(" %d", i + 1);**

**}**

**}**

**printf("\n");**

**printf("Доминирующие вершины:");**

**for (int i = 0; i < n; i++) {**

**int dominating = 1; // Предполагаем, что вершина доминирующая**

**for (int j = 0; j < n; j++) {**

**if (i != j && adjacencyMatrix[i][j] != 1) {**

**dominating = 0; // Вершина не доминирующая**

**break;**

**}**

**}**

**if (dominating) {**

**printf(" %d", i + 1);**

**}**

**}**

**printf("\n");**

**Задание 2:**

Для построения матрицы инцидентности для графа G, мы внесли следующие изменения в код программы:

**// Создаем матрицу инцидентности**

**int m = 0; // Количество рёбер**

**for (int i = 0; i < n; i++) {**

**for (int j = i + 1; j < n; j++) {**

**if (adjacencyMatrix[i][j] == 1) {**

**m++;**

**}**

**}**

**}**

**int \*\*incidenceMatrix = (int \*\*)malloc(n \* sizeof(int \*));**

**for (int i = 0; i < n; i++) {**

**incidenceMatrix[i] = (int \*)malloc(m \* sizeof(int));**

**}**

**// Инициализация матрицы инцидентности**

**for (int i = 0; i < n; i++) {**

**for (int j = 0; j < m; j++) {**

**incidenceMatrix[i][j] = 0;**

**}**

**}**

**// Заполняем матрицу инцидентности**

**int edgeIndex = 0;**

**for (int i = 0; i < n; i++) {**

**for (int j = i + 1; j < n; j++) {**

**if (adjacencyMatrix[i][j] == 1) {**

**incidenceMatrix[i][edgeIndex] = 1;**

**incidenceMatrix[j][edgeIndex] = 1;**

**edgeIndex++;**

**}**

**}**

**}**

**// Выводим матрицу инцидентности на экран**

**printf("Матрица инцидентности для графа G:\n");**

**for (int i = 0; i < n; i++) {**

**for (int j = 0; j < m; j++) {**

**printf("%d ", incidenceMatrix[i][j]);**

**}**

**printf("\n");**

**}**

Для определения размера графа G, используя матрицу инцидентности, мы внесли следующие изменения в код программы:

В матрице инцидентности графа столбцы соответствуют ребрам графа. Поэтому по количеству столбцов в матрице инцидентности можно определить количество ребер в графе.

**printf("Размер графа G = %d\n", m);**

Для нахождения изолированных, концевых и доминирующих вершин по матрице инцидентности, мы внесли следующие изменения в код программы:

**// Найдем изолированные вершины по матрице инцидентности**

**printf("Изолированные вершины:");**

**for (int i = 0; i < n; i++) {**

**int isolated = 1; // Предполагаем, что вершина изолирована**

**for (int j = 0; j < m; j++) {**

**if (incidenceMatrix[i][j] == 1) {**

**isolated = 0; // Вершина не изолирована**

**break;**

**}**

**}**

**if (isolated) {**

**printf(" %d", i + 1);**

**}**

**}**

**printf("\n");**

**// Найдем концевые вершины по матрице инцидентности**

**printf("Концевые вершины:");**

**for (int i = 0; i < n; i++) {**

**int degree = 0;**

**for (int j = 0; j < m; j++) {**

**if (incidenceMatrix[i][j] == 1) {**

**degree++;**

**}**

**}**

**if (degree == 1) {**

**printf(" %d", i + 1);**

**}**

**}**

**printf("\n");**

**// Найдем доминирующие вершины по матрице инцидентности**

**printf("Доминирующие вершины:");**

**for (int i = 0; i < n; i++) {**

**int degree = 0; // Степень вершины**

**for (int j = 0; j < m; j++) {**

**if (incidenceMatrix[i][j] == 1) {**

**degree++;**

**}**

**}**

**if (degree == n - 1) {**

**printf(" %d", i + 1);**

**}**

**}**

**printf("\n");**

**Листинг**

**#define \_CRT\_SECURE\_NO\_WARNINGS**

**#include <stdio.h>**

**#include <stdlib.h>**

**#include <time.h>**

**#include <locale.h>**

**// Функция для генерации случайных чисел от 0 до 1 (ребро или нет)**

**int randomEdge() {**

**return rand() % 2;**

**}**

**int main() {**

**setlocale(LC\_ALL, "Rus");**

**int n; // Размер матрицы**

**srand(time(NULL)); // Инициализация генератора случайных чисел**

**printf("Введите размер матрицы (количество вершин): ");**

**scanf("%d", &n);**

**// Выделение памяти для матрицы смежности**

**int \*\*adjacencyMatrix = (int \*\*)malloc(n \* sizeof(int \*));**

**for (int i = 0; i < n; i++) {**

**adjacencyMatrix[i] = (int \*)malloc(n \* sizeof(int));**

**}**

**// Заполняем матрицу смежности случайными значениями**

**for (int i = 0; i < n; i++) {**

**for (int j = 0; j < n; j++) {**

**if (i == j) {**

**adjacencyMatrix[i][j] = 0; // Нет петель**

**}**

**else {**

**adjacencyMatrix[i][j] = randomEdge();**

**adjacencyMatrix[j][i] = adjacencyMatrix[i][j]; // Граф неориентированный, поэтому зеркально заполняем**

**}**

**}**

**}**

**// Выводим матрицу смежности на экран**

**printf("Матрица смежности для графа G:\n");**

**for (int i = 0; i < n; i++) {**

**for (int j = 0; j < n; j++) {**

**printf("%d ", adjacencyMatrix[i][j]);**

**}**

**printf("\n");**

**}**

**// Определение размера графа на основе матрицы смежности**

**int m = 0; // Количество рёбер**

**for (int i = 0; i < n; i++) {**

**for (int j = i + 1; j < n; j++) {**

**if (adjacencyMatrix[i][j] == 1) {**

**m++;**

**}**

**}**

**}**

**printf("Размер графа G = %d\n", m);**

**// Найдем изолированные, концевые и доминирующие вершины**

**printf("Изолированные вершины:");**

**for (int i = 0; i < n; i++) {**

**int isolated = 1; // Предполагаем, что вершина изолирована**

**for (int j = 0; j < n; j++) {**

**if (adjacencyMatrix[i][j] == 1) {**

**isolated = 0; // Вершина не изолирована**

**break;**

**}**

**}**

**if (isolated) {**

**printf(" %d", i + 1);**

**}**

**}**

**printf("\n");**

**printf("Концевые вершины:");**

**for (int i = 0; i < n; i++) {**

**int degree = 0;**

**for (int j = 0; j < n; j++) {**

**degree += adjacencyMatrix[i][j];**

**}**

**if (degree == 1) {**

**printf(" %d", i + 1);**

**}**

**}**

**printf("\n");**

**printf("Доминирующие вершины:");**

**for (int i = 0; i < n; i++) {**

**int dominating = 1; // Предполагаем, что вершина доминирующая**

**for (int j = 0; j < n; j++) {**

**if (i != j && adjacencyMatrix[i][j] != 1) {**

**dominating = 0; // Вершина не доминирующая**

**break;**

**}**

**}**

**if (dominating) {**

**printf(" %d", i + 1);**

**}**

**}**

**printf("\n");**

**// Создаем матрицу инцидентности**

**int \*\*incidenceMatrix = (int \*\*)malloc(n \* sizeof(int \*));**

**for (int i = 0; i < n; i++) {**

**incidenceMatrix[i] = (int \*)malloc(m \* sizeof(int));**

**}**

**// Инициализация матрицы инцидентности**

**for (int i = 0; i < n; i++) {**

**for (int j = 0; j < m; j++) {**

**incidenceMatrix[i][j] = 0;**

**}**

**}**

**// Заполняем матрицу инцидентности**

**int edgeIndex = 0;**

**for (int i = 0; i < n; i++) {**

**for (int j = i + 1; j < n; j++) {**

**if (adjacencyMatrix[i][j] == 1) {**

**incidenceMatrix[i][edgeIndex] = 1;**

**incidenceMatrix[j][edgeIndex] = 1;**

**edgeIndex++;**

**}**

**}**

**}**

**// Выводим матрицу инцидентности на экран**

**printf("Матрица инцидентности для графа G:\n");**

**for (int i = 0; i < n; i++) {**

**for (int j = 0; j < m; j++) {**

**printf("%d ", incidenceMatrix[i][j]);**

**}**

**printf("\n");**

**}**

**printf("Размер графа G = %d\n", m);**

**// Найдем изолированные вершины по матрице инцидентности**

**printf("Изолированные вершины:");**

**for (int i = 0; i < n; i++) {**

**int isolated = 1; // Предполагаем, что вершина изолирована**

**for (int j = 0; j < m; j++) {**

**if (incidenceMatrix[i][j] == 1) {**

**isolated = 0; // Вершина не изолирована**

**break;**

**}**

**}**

**if (isolated) {**

**printf(" %d", i + 1);**

**}**

**}**

**printf("\n");**

**// Найдем концевые вершины по матрице инцидентности**

**printf("Концевые вершины:");**

**for (int i = 0; i < n; i++) {**

**int degree = 0;**

**for (int j = 0; j < m; j++) {**

**if (incidenceMatrix[i][j] == 1) {**

**degree++;**

**}**

**}**

**if (degree == 1) {**

**printf(" %d", i + 1);**

**}**

**}**

**printf("\n");**

**printf("Доминирующие вершины:");**

**for (int i = 0; i < n; i++) {**

**int degree = 0; // Степень вершины**

**for (int j = 0; j < m; j++) {**

**if (incidenceMatrix[i][j] == 1) {**

**degree++;**

**}**

**}**

**if (degree == n - 1) {**

**printf(" %d", i + 1);**

**}**

**}**

**printf("\n");**

**// Освобождаем выделенную память**

**for (int i = 0; i < n; i++) {**

**free(adjacencyMatrix[i]);**

**}**

**free(adjacencyMatrix);**

**for (int i = 0; i < n; i++) {**

**free(incidenceMatrix[i]);**

**}**

**free(incidenceMatrix);**

**return 0;**

**}**

**Результаты работы программы**

**![](data:image/png;base64,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)**

**Вывод**

В ходе выполнения заданий были рассмотрены два способа представления графов: матрицей смежности и матрицей инцидентности.

С помощью этих матриц были выполнены следующие задачи:

* Определение размера графа
* Нахождение изолированных вершин
* Нахождение концевых вершин
* Нахождение доминирующих вершин

Выполнение заданий позволило исследовать различные характеристики графов с использованием двух разных матриц.